**Cours Programmation Orientée Objet**

**Chapitre 1 : Les bases de la POO**

1. **Introduction :** (C’est quoi la POO ?)

L’orientée Objet et un paradigme de programmation. Le mot paradigme signifie une représentation du monde dans le sens large. C’une manière de voir les choses, un modèle avec lequel on interprète les observations.

Autrement dit, un paradigme de programmation est une *façon de concevoir* le code informatique, un moyen de *formuler* le problème dans un code informatique, d’imaginer sa solution et de l’implémenter.

Il existe plusieurs nombres de paradigmes de programmation. Parmi les paradigmes courants on peut citer les paradigmes suivants (cette liste n’est pas exhaustive) :

* Le paradigme Procédural
* Le paradigme Orienté Objet
* Le paradigme Fonctionnel
  1. **Programmation Orientée Objet :**

En programmation OO le programme est conçu avec des briques logiciels appelées ***Objets***. L’*interaction* entre ces objets via leurs *relations* permet de réaliser les fonctionnalités attendues.

1. **Concepts fondamentaux de la POO**

Cette section abordera sur les concepts fondamentaux de la programmation orientée objet, tel que les classes et les objets, la modularité et la réutilisabilité.

* 1. **Programmation procédurale vs programmation par objet**

Dans la programmation procédurale les données sont passées entre les procédures ce qui présenté schématiquement sur la Figure 1. Une procédure implémente des algorithmes de calcul et peut générer des paramètres de sortie qui sont ensuite utilisés comme des paramètres d’entrés dans une autre procédure.

Figure 1 Programmation procédurale

Par contre, dans la programmation orientée objet, les données et les algorithmes sont intégrés dans les objets (voir Figure 2). Chaque objet contient un peu de donnée et un peu d’algorithme. On utilise le terme *attribut* pour désigner les données de l’objet et le terme *méthode* pour désigner les algorithmes. Le programme est construit comme une interaction entre ces différents objets.
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Figure 2 Programmation Orientée Objet

Pour une perception humaine, il est plus facile de décrire la réalité en termes d’objets, plutôt qu’en termes de procédures et de données. Le tableau ci-dessous résume une comparaison entre la programmation OO et la programmation procédurale.

|  |  |  |
| --- | --- | --- |
|  | Programmation Procédurale | Programmation Orientée Objet |
| Programmes | Le programme principal est divisé en petites parties selon les fonctions. | Le programme principal est divisé en petit objet en fonction du problème. |
| Les données | Chaque fonction contient des données différentes. | Les données et les fonctions de chaque objet individuel agissent comme une seule unité. |
| Accès | Aucun spécificateur d’accès n’est utilisé. | Les spécificateurs d’accès public, private, et protected sont utilisés. |
| La communication | Les fonctions communiquent avec d’autres fonctions en gardant les règles habituelles. | Un objet communique entre eux via des messages. |
| Contrôle des données | La plupart des fonctions utilisent des données globales. | Chaque objet contrôle ses propres données. |
| Importance | Les fonctions ou les algorithmes ont plus d’importance que les données dans le programme. | Les données prennent plus d’importance que les fonctions du programme. |
| Masquage des données | Il n’y a pas de moyen idéal pour masquer les données. | Le masquage des données est possible, ce qui empêche l’accès illégal de la fonction depuis l’extérieur. |
| Exemples | Pascal, Fortran | PHP5, C ++, Java. |

Tableau 1 Programmation Orientée Objet vs Programmation Procédurale

* 1. **Réutilisation du code**

La réutilisation du code est l’action de reprendre un code logiciel existant pour le réemployer, éventuellement en l'adaptant, dans un contexte présentant certaines similarités avec le programme d'origine.

La réutilisation procure des avantages tels un développement plus rapide, une augmentation de la qualité du code, des changements plus faciles à opérer, une meilleure productivité, une réduction des coûts de maintenance, des délais de livraison plus courts, une complexité réduite et une cohérence accrue des applications et architectures logicielles, la réduction des défauts et des risques et, en bout de ligne, une plus grande agilité des systèmes.

* 1. **Introduction à la modularité**

La modularité est le processus de division d’un tout en plusieurs parties bien définies, que l’on peut construire et analyser séparément et qui interagissent de manière bien précise. Elle permet de rendre les gros projets *réalisable, compréhensible, réutilisable* et *plus sûre.*

1. **Les objets et les classes**

Dans cette section nous allons présenter deux concepts fondamentaux de la programmation orientée objet, le concept classe et le concept objet.

* 1. **Notion de classe**

Une classe est une représentation abstraite d’une entité du monde réel. Elle décrit les états/propriétés et les comportements communs d’un même *type.* Les valeurs de ces états seront contenues dans les objets issues de la classe. Par exemple, Une classe voiture définit des propriétés (couleur, marque, énergie, vitesse) et des comportement (rouler, accélérer, freiner, arrêter). La classe peut être vue comme un ‘moule’ à partir duquel l’objet va être créé.

* 1. **Notion d’objet**

L’objet représente un *élément* du monde réel. Il est construit à partir d’une classe en valorisant certaines propriétés.

L’objet représente l’élément de base de la POO. L’objet est l’union de :

* Une liste de variables d’états : représente les propriétés ou les caractéristiques de l’objet. Ces variables changent de valeur durant la vie de l’objet.
* Une liste de comportements : représente ce que l’objet peut faire (traitement) ;

**Exemple.**  *Voiture* (couleur = noire, marque = Audi, énergie = diesel, vitesse = 0).

* 1. **Attributs**

L’attribut représente une propriété d’un objet. Il permet de stocker l’état courant de l’objet. Un objet peut contenir plusieurs attributs. Ils peuvent être de type primitif (entier, caractère … etc.) mais également de type plus complexe.

**Exemple.** L’attribut *vitesse* de l’objet Voiture (noire, Audi, diesel).

* 1. **Notion de méthodes (message)**

Un objet est capable à répondre à des messages. L’exécution du message (méthode) permet à l’objet de passé d’un état à un autre. En effet, On dit qu’un objet possède un comportement. Par exemple, l’objet *Voiture* (couleur = noire, marque = Audi, énergie = diesel, vitesse = 0), reçoie un message pour changer la valeur de la *vitesse*.

**Avantages :**

La programmation Orientée Objet apporte aux développeurs les moyens de relever les nouveaux défis qui sont les leurs avec :

1. Une organisation modulaire très proche à la réalité.
2. Une création, une mise au point et une maintenance des composants plus facile et plus rapide
3. La réutilisation et l’évolution des composants existants ou de composants issus de compagnie tierces.
4. Une intégration facile pour le fonctionnement dans des environnements graphiques.
5. Une logique de codage compatible avec les applications distribuées voyant leurs contenus dispatchés sur plusieurs machines.
6. Un découpage de l’application permettant un travail en équipe plus efficace et plus productif.
7. **Introduction à Java**

Java est un langage de programmation orienté objet créé en 1995 par Sun Microsystems. En 2009 a été racheté par Oracle.

* On manipule des Objets.
* Une de ses plus grandes forces est son excellente portabilité : une fois le programme créé, il fonctionnera automatiquement sous Windows, Mac, Linux, etc.
* On peut faire de nombreux types de programmes avec Java :
  + Des applications, sous forme de fenêtre ou de console ;
  + Des applets, qui sont des programmes Java incorporés à des pages Web ;
  + Des applications pour appareils mobiles, comme les smart phones, avec J2ME (Java 2 Micro Edition);

Cycle de Vie d’un programme Java :

1. Phase de codage : c’est la phase d’écriture du code source.
2. Phase de compilation :
3. Phase d’exécution :

**Sources Files**

**\*.java**

**Class Files**

**\*.class**

**Types et structure de contrôles**

* + 1. **Les types de données**

Rappelons que les programmes manipulent des variables. Une variable est un espace « conteneur » mémoire permettre de stocker une information. La nature « Type » de la variable indique l’ensemble des valeurs qu’elle pourra contenir. La variable doit être déclaré avec un nom et un type qu’elle les gardera durant toute l’exécution du programme. En java, il existe deux types de variables :

* Les types primitifs.
* Les types références « les objets ».
  + - 1. **Types primitifs**

Comme la plupart des langages de programmation, Java propose des **types** fondamentaux pour la manipulation des variables. Ce sont des containers de taille spécifique qui stockent des valeurs « primitives ». Les types primitifs comprennent les huit types basiques listés dans le tableau ci-dessous :

|  |  |  |
| --- | --- | --- |
| Type | Taille en bits | Intervalle de valeurs |
| boolean | Dépend du système | true or false |
| char | 16 bits | 0 à 65535 |
| byte | 8 bits | -128 à 127 |
| short | 16 bits | -32768 à 32767 |
| int | 32 bits | -2^31 à 2^31 |
| long | 64 bits |  |
| float | 32 bits |  |
| double | 64 bits |  |

La déclaration d’une variable s’écrit de la manière suivante :

*Type <nomVariable1> ;*

Ou

*Type <nomVariable1, nomVariable2 >;*

Exemple :

*int a  = 1 ;*

*float b = 2.0f ;*

Le langage Java est un langage fortement typé. Il interdit d’affecter une valeur d’une variable à une autre variable de type différent si cette variable n’est pas explicitement transformée.

Exemple :

*a = b ; // est interdite*

Il faut écrire *a = (int) b ;*

**Les opérateurs arithmétiques :**

« + » : permet d'additionner deux variables numériques (mais aussi de concaténer des chaînes de caractères).   
« - » : permet de soustraire deux variables numériques.   
« \* » : permet de multiplier deux variables numériques.   
« / » : permet de diviser deux variables numériques.   
« % » : permet de renvoyer le reste de la division entière de deux variables de type numérique ; cet opérateur s'appelle le modulo.

Exemples :

|  |  |
| --- | --- |
| int nbre1, nbre2, nbre3; | //déclaration des variables |
| nbre1 = 1 + 3;  nbre2 = 2 \* 6; | //nbre1 vaut 4 //nbre2 vaut 12 |
| nbre3 = nbre2 / nbre1; | //nbre3 vaut 3 |
| nbre1 = 5 % 2;  nbre2 = 99 % 8;  nbre3 = 6 % 3; | //nbre1 vaut 1, car 5 = 2 \* 2 + 1 //nbre2 vaut 3, car 99 = 8 \* 12 + 3 //là, nbre3 vaut 0, car il n'y a pas de reste |

* + - 1. **Types références « objets »**

Les types référence stockent les adresses « références » des données. Ces données sont mémorisées dans une zone mémoire dénommée le *heap* (Tas). Elles sont accessibles depuis d’autre instances de classes. Leurs vies s’arrêteront quand on s’en servira plus. C’est-à-dire, tant qu’il existe une référence active sur la zone mémoire, ces données sont maintenus. Sinon, la donnée est considérée comme inutilisable et sa destruction est géré par le *garbage collector*.

Une variable de type référence caractérise une instance de classe « objet ». On verra plus de détaille sur la création des classes et, les déclarations et instanciations des objets dans la partie classes et instanciation.

* + 1. **Structures conditionnelles**

Dans une application, l’exécution se fait d’une façon séquentielle, c’est à dire ligne par ligne. Alors que ce n’est pas le cas dans tous les scénarios par exemple la résolution d’une équation de second degré. Avec les *conditions* nous pouvons gérer les différents cas de figure sans pour autant lire tout le code.

En Java, Les mots clés réservés pour les structures conditionnelles sont : *if, if .. else, switch* et l’opérateur ternaire « ? : »

Avant de pouvoir créer et évaluer des conditions, on peut utiliser les opérateurs logiques suivants :

* **« == » :** permet de tester l'égalité ;
* **« != » :** permet de tester l'inégalité
* **« < » :** strictement inférieur
* **« <= » :** inférieur ou égal
* **« > » :** strictement supérieur
* **« >= » :** supérieur ou égal
* **« && » :** l'opérateur ET. Il permet de combiner 2 conditions. Le résultat est *vrai* si les deux conditions sont vraies. Sinon Faux
* **« || » :** l'opérateur OU. Il permet de combiner 2 conditions. Le résultat est *vrai* si une condition est vraie.

**L’instruction *if* :**

Elle permet d’exécuter un bloc d’instruction si la condition est vraie. Sa syntaxe est la suivante :

**if**(condition) {

//bloc instructions

}

Il est possible de définir plusieurs conditions à remplir avec les opérateurs vus précédemment, par exemple :

**if**((condition1) && (condition2)) {

//bloc instructions

}

**if**((condition1) || (condition2)) {

//bloc instructions

}

**L’instruction *if* … else :**

Elle permet d’exécuter le bloc d’instruction *if* si la condition est vérifiée. Dans le cas contraire, le c’est le bloc *else* qui sera exécuté. La syntaxe est la suivante :

**if**(condition) {

//bloc instructions if

} **else** {

//bloc instructions else

}

Exemple :

**if** (a > b) {

// Affiche a est plus grand que b

} **else** {

// Affiche b est plus grand que a

}

**L’instruction *switch*:**

Elle permet d’exécuter un bloc d’instructions en fonction du contenu d’une variable. Si aucune valeur ne vérifier la condition le bloc default est exécuté. Elle remplace plusieurs conditions *if … else* imbriquées. Sa syntaxe est la suivante :

**switch** (variable) {

**case** valeur1:

// bloc instruction si variable = valeur1

**break**;

**case** valeur2:

// bloc instruction si variable = valeur2

**break**;

**default**:

// bloc instruction si aucune valeur ne remplie la condition

**break**;

}

* + 1. **Structures répétitives**

Les boucles sont des structures servent à répéter l’exécution d’un bloc d’instruction jusqu’à ce que la condition ne soit pas vérifiée.

**La boucle ‘*for’*:**

La syntaxe de la boucle *for* est la suivante :

***for*** *(init compteur ; condition ; modification compteur){*

*//bloc instructions*

*}*

Elle est composée de trois parties :

* *Init compteur*: initialisation de la variable qui sert de compteur ;
* *Condition*: la condition sur laquelle la boucle s’arrête ;
* *Modification compteur*: une instruction qui incrémente/décrémente le compteur.

Exemple : la boucle ci-dessous affiche le carré des nombres entiers de 0 à 9

***for*** *(****int*** *i = 0; i < 10; i++) {*

*//afficher i\*i*

*}*

**La boucle ‘*while’*:**

La syntaxe de la boucle ***while*** est la suivante :

**while** (condition) {< *bloc instructions*>}.

L’exécution de la boucle ***while*** suit les étapes suivantes :

1. Evaluation de la condition, qui renvoie une valeur booléenne. Si celle-ci est vrai allez à l’étape b sinon on passe à l’étape d ;
2. Exécution du bloc d’instructions ;
3. Retour à l’étape a ;
4. La boucle est terminée et le programme continue son déroulement.

Exemple : x = 0 ; y = 10 ; **while** (x < y) {x++ ;}

**La boucle ‘do … *while’*:**

La boucle *‘do … while’* s’exécute comme suit :

1. Exécution du bloc d’instructions ;
2. Evaluation de la condition, qui renvoie une valeur booléenne. Si celle-ci est vrai allez à l’étape a sinon on passe à l’étape c ;
3. La boucle est terminée et le programme continue son déroulement.

La syntaxe de la boucle ***while*** est la suivante : **do**{//bloc d'instructions} **while**(condition);

* + 1. **Les Tableaux**

Un tableau est un conteneur qui stocke un nombre fixe de valeurs d'un même type. La longueur d'un tableau est établie lorsque le tableau est créé. Chaque case d'un tableau est appelée un élément, et chaque élément est accessible par son index numérique.

**Création, initialisation et accès à un tableau**

La déclaration d’un tableau, en Java, peut se faire de façon suivante :

* <Type du tableau > [<taille du tableau> ] <nom du tableau> ; ou
* <Type du tableau > <nom du tableau> [ ] = {<contenu du tableau>}

Cependant, la convention décourage cette dernière forme.

Une façon de créer un tableau consiste à utiliser l’opérateur ***new***. L'instruction suivante alloue un tableau avec suffisamment de mémoire pour 10 éléments entiers et affecte le tableau à la variable *tableauEntier*.

**int**[] tableauEntier = **new** **int**[10];

Les lignes suivantes attribuent des valeurs à chaque élément du tableau :

tableauEntier [0] = 100; //initialiser le premier élément du tableau

tableauEntier [1] = 200; //initialiser le deuxième élément du tableau

tableauEntier [2] = 300; //et ainsi de suite

on peut également utiliser la syntaxe suivante pour créer et initialiser un tableau :

**int**[] tableauEntier = {

100, 200, 300,

400, 500, 600,

700, 800, 900, 1000

};

Dans cette situation, la longueur du tableau est déterminée par le nombre de valeurs fournies entre accolades et séparées par des virgules.

Nous pouvons également déclarer un tableau de tableaux (également appelé tableau multidimensionnel) en utilisant deux ou plusieurs ensembles de crochets, par exemple : **int**[][] matrice ;

* 1. **Classes en Java**

Rappelons qu’une classe est une structure informatique représentant les principales caractéristiques d'un élément du monde réel grâce :

* À des variables, qui représentent les divers attributs de l'élément que nous souhaitons  
  utiliser ;
* À des méthodes, qui permettent de définir les comportements de nos éléments.

En Java, une classe est déclarée comme suit :

**public** **class** MyFirstClass {

//déclaration des attributs

//déclaration des constructeurs

//déclaration des méthodes

}

Le corps de la classe (la zone entre les accolades) contient tout le code qui fournit le cycle de vie des objets créés à partir de la classe. En générale la définition d’une classe peut inclure ces composants, dans l'ordre :

1. La déclaration de la classe en utilisant le mot clé ***class*** suivi par le nom de la classe[[1]](#footnote-1).
2. Les attributs (variables d’instances)
3. Un ou plusieurs constructeurs
4. Les méthodes

Exemple : **public** **class** Voiture { . . . }

* 1. **Les attributs**

Les attributs représentent les variables d’instances. Ce sont eux qui définiront les caractéristiques de notre objet. Les déclarations des attributs sont composées de trois composants, dans l'ordre :

modificateur type nomAttribut

1. Zéro ou plusieurs modificateurs, tels que *public* ou *privé*.
2. Le type de l’attribut.
3. Le nom de l’attribut.

Exemple : La classe Voiture utilise les lignes de code suivantes pour définir ses champs :

**public** **class** Voiture {

public int vitesse ;

public int transmission ;

public String marque ;

}

Notons qu’il existe deux autres types variables :

* Les variables de classe : celles-ci sont communes à toutes les instances de votre classe.
* Les variables locales et les paramètres : ce sont des variables que nous utiliserons à l’intérieurs des méthodes
  1. **Méthodes**

Une méthode représente le traitement qu’on peut effectuer sur les attributs d’un objet. Voici la syntaxe de déclaration de méthode typique :

<modificateur> <type de retour> <nomMethode> (<paramètres>){

//Corps de la méthode

**return** resultat ;

}

Une méthode est définie pas sa **signature** qui spécifie sa portée, son type de retour, son nom et ses paramètres entre parenthèses. La signature est suivie d’un bloc de code que l’on appelle le **corps** de méthode. Dans le cas où la méthode ne renvoie pas des résultats on écrit le nom de la méthode précédé par le mot clé *void*.

Exemple : nous ajoutons deux méthodes à la classe voiture ; la méthode getVitesse et la méthode accélérer :

**public** **class** Voiture {

public int vitesse ;

public int transmission ;

public String marque ;

public void accelerer (int v ){

vitesse = vitesse + v;

}

public int getVitesse (){

**return** vitesse ;

}

}

**La méthode *toString***

La signature de la méthode toString est la suivante :

**public** String toString( ) {

**return** une chaine de caractère représentant l’objet

}

La méthode *toString*() sert à transformer un objet de n'importe quel type en une chaine de caractère. Elle renvoie une chaine de caractère représentant l’objet.

**La méthode *main***

La signature de la méthode main est la suivante :

**public** **static** **void** main(String[] args) {//quelque chose à exécuter}

La méthode *main* est le point de départ/entrée pour exécuter un programme Java. La méthode *main* peut contenir du code pour exécuter ou appeler d’autres méthodes, et elle peut être placée dans n’importe quelle classe faisant partie d’un programme. Il ne peut y’avoir qu’une seule méthode *main* active par projet Java.

* + 1. **Surcharge des méthodes**

La surcharge de méthode est un concept qui permet à une classe d’avoir plusieurs méthodes portant le même nom, si leurs listes d’arguments sont différentes.

**Deux façons de surcharger une méthode :**

Afin de surcharger une méthode, les listes d’arguments des méthodes doivent différer dans l’une ou l’autre :

* Nombre de paramètres : les méthodes doivent avoir un nombre différent de paramètres. Par exemple : somme (int, int) et somme (int, int, int).
* Type de données de paramètres : les types des paramètres doivent être différents. Par exemple, somme (int, int) et somme (double, double).
  1. **Constructeur par défaut et autres constructeurs**

Un constructeur est une méthode d'instance qui va se charger de créer un objet et, le cas échéant, d'initialiser ses variables de classe. Cette méthode a pour rôle de signaler à la JVM qu'il faut réserver de la mémoire pour l’objet et de retourner l’adresse de l’emplacement mémoire choisi.

La déclaration d’un constructeur doit respecter les règles suivantes :

1. Le(s) constructeur(s) d’une classe doit (doivent) avoir le même nom que la classe.
2. Le constructeur ne possède pas un type de retour ;
3. Une classe doit avoir au moins un constructeur ; dit constructeur par défaut.
4. Le constructeur par défaut ne contient aucun paramètre.
5. Une classe peut avoir plusieurs constructeurs.

Exemple : nous créons deux constructeurs pour la classe voiture, dont un sans paramètres et le 2éme avec paramètres.

**public** **class** Voiture {

public int vitesse ;

public int transmission ;

public String marque ;

public Voiture (){ //constructeur sans paramétres

vitesse = 0 ;

transmission = 0 ;

marque = "Audi";

}

public Voiture (int v, int t, String m){ //constructeur avec paramétres

vitesse = v ;

transmission = t ;

marque = m;

}

public void accelerer (int v ){

vitesse = vitesse + v;

}

public int getVitesse (){

return vitesse ;

}

}

* 1. **Objet et instanciation**

Java est un langage orienté objet : cela signifie en particulier que le programmeur peut définir un certain nombre de classes, que l’on peut voir en première approche comme des *types* ou des *structures* de données intelligentes. Une fois une classe définie, il est possible de créer des objets appartenant à cette classe. Chaque objet est appelé instance de la classe.

Pour créer un objet, il est nécessaire de :

1. Déclarer une variable dont le type est le nom de la classe à instancier.
2. Faire appel à un constructeur de cette classe en utilisant l’opérateur *new*.

Syntaxe de la déclaration : <nom de la classe> <nom de l’objet> ;

Exemple : Créer une instance de la classe voiture Voiture maVoiture ; cette instruction représente la déclaration d’une variable de type objet dont le nom est *maVoiture* qui pourra contenir un objet de type *Voiture.* L’exécution de cette ligne de code permet de créer un objet *null* (voir Figure 3).
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Figure 3 déclaration d'un objet

Syntaxe de l’instanciation : <nom de l’objet> = new <constructeur>

Exemple : maVoiture = new Voiture () ; l’exécution de cette ligne de code permettra de créer un nouvel objet en mémoire et retourner sa référence vers la variable maVoiture (voir Figure 4).

![](data:image/png;base64,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)

Figure 4 Création d'un nouvel objet

Pour accéder à un attribut ou une méthode associe à un objet, il faut préciser l’objet qui la contient. Le Symbole ‘.’ Sert à séparer l’identificateur de l’objet de l’identificateur de l’attribut ou la méthode.

Pour affecter une valeur à l’attribut *vitesse* de l’objet *maVoiture* on écrit :

maVoiture.vitesse = 10 ;

Pour stocker la valeur de la vitesse de l’objet maVoiture dans une variable on écrit :

int v = maVoiture.vitesse ;

Pour faire appel à la méthode *accelerer* de l’objet maVoiture on écrit :

maVoiture.accelerer(10) ;

Quelques classes utiles en java

|  |  |
| --- | --- |
| Classes | Méthodes |
| String : La classe String représente les chaînes de caractères. Toutes les chaînes littérales des programmes Java, telles que "abc", sont implémentées comme des instances de cette classe. | * charAt(int index): renvoie le caractère à l’indice index * concat(String s): concatène s à la fin de la chaine. * contains(String s): renvoie vrai si la chaine contient s * length() : renvoie la longueur de la chaine * substring(int début, int fin): renvoie une sous chaine. |
| Integer, Float, Double, Boolean…etc : Ces classes englobe une valeur du type primitif correspondant dans un objet. | * parseType(String s) : convertit une chaine de caractère vers le type adéquat(int i=Integer.parseInt("1");) |

* 1. **Destructeur**

Le destructeur est l'opposé du constructeur. Le constructeur est utilisé pour initialiser les objets tandis que le destructeur est utilisé pour supprimer ou détruire l'objet et libère la ressource occupée par l'objet.

Pour rappel, le concept de destructeur n'existe pas en Java. À la place du destructeur, Java fournit le *Garbage Collector* (ramasse miette) qui fonctionne de la même manière que le destructeur. Le garbage collector est un programme qui s'exécute sur la JVM. Il supprime automatiquement les objets inutilisés (espace mémoire qui n’a pas de référence) et libère la mémoire. Le programmeur n'a pas besoin de gérer la mémoire manuellement. Cela peut être source d'erreurs, vulnérable, et peut conduire à une fuite de mémoire.

* 1. **Package**

Un package est un espace de noms qui organise/regroupe un ensemble de classes et d'interfaces associées. D'un point de vue conceptuel, les packages peuvent être comparés aux différents dossiers d’un ordinateur. On peut conserver les pages HTML dans un dossier, les images dans un autre, et les scripts ou les applications dans un autre encore. Tandis que, les applications écrites en langage de programmation Java pouvant être composées de centaines ou de milliers de classes individuelles, il est judicieux d'organiser les choses en plaçant les classes connexes dans des packages.

L’utilité des package est multiple :

* Ils facilitent la recherche de l'emplacement physique des classes quand elles sont nécessaires (pour la compilation d'un fichier ou pour l'exécution d'un programme)
* Ils rendent très improbable qu'il y ait confusion entre des classes de même nom ;
* Ils structurent l'ensemble des classes selon une arborescence, ce qui rend beaucoup plus lisible l'ensemble ;
* Ils permettent de nuancer des niveaux de visibilité entre les classes selon qu'elles appartiennent ou non à un même paquetage.

Les noms de package prennent une forme telle que *java.monPackage.* Si la classe *MaClasse* se trouve dans le package *java.monPackage* alors son nom complet est *java.monPackage.MaClasse.* Le fichier *MaClasse.java* sera nécessairement rangé dans un répertoire de nom *monPackage* contenu par un répertoire de nom *java* (voir Figure *5*).
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Figure 5 Exemple d'un package Java

Pour créer un *package*, on doit choisir un nom pour le package (et placer une déclaration de package portant ce nom en tête de chaque fichier source contenant la classe que on souhaite inclure dans le package.

L'instruction de *package* doit être la première ligne du fichier source. Il ne peut y avoir qu'une seule déclaration de package dans chaque fichier source.

Exemple :

**package** java.monPackage;

**public** **class** MaClasse { //...}

**Importer une classe d’un package**

Pour importer une classe spécifique dans la classe en cours, on place une déclaration *import* au début du fichier avant la définition de la classe (avant le mot clé *classe)* mais après la déclaration package, s'il y en a une. Voici un exemple comment importer la classe *MaClasse* du package créer précédemment.

**import** java.monPackage.MaClasse;

**public** **class UneAutreClasse {//...}**

Pour importer toutes les classes contenues dans un package particulier, on utilise l'instruction *import* avec le caractère générique astérisque (\*). **import** java.monPackage.\*;

La plate-forme Java fournit une énorme bibliothèque de classes (un ensemble de paquets) qu’on peut utiliser dans vos propres applications. Cette bibliothèque est connue sous le nom d'"Application Programming Interface", ou "API" en abrégé. Ses paquets représentent les tâches les plus couramment associées à la programmation générale.

|  |  |
| --- | --- |
| Package | Descriptions |
| java.lang | Un des paquets intégrés fournis par Java qui contient des classes et des interfaces fondamentales pour la conception du langage de programmation Java. Le package lang contient des classes telles que Integer, Math, etc., qui sont considérées comme les blocs de construction d'un programme Java. |
| java.util | Il contient les collections et diverses classes utilitaires. |
| [java.time](https://docs.oracle.com/javase/10/docs/api/java/time/package-summary.html) | Il fournit une API pour les dates, les heures, les instants et les durées. |
| Java.io | Il fournit des classes pour l'entrée et la sortie du système via des flux de données, la sérialisation et le système de fichiers. |
| java.net | Il Contient des classes et des interfaces qui fournissent une infrastructure puissante pour la mise en réseau en Java |
| javax.swing | Il fournit des classes tels que JButton, JTextField, JTextArea, JRadioButton pour créer des interfaces utilisateur graphiques (GUI) |

* 1. **Entrées/Sorties**

Les entrées/sorties en Java consiste en un échange de données entre le programme et une autre source, par exemple la mémoire, un fichier ou l’utilisateur lui-même. Pour réaliser cela, Java emploie ce qu’on appelle un *stream* (signifie « flux »). Ce dernier, joue le rôle de médiateur entre la source de la donnée et sa destination. Java décompose les objets traitant des flux en deux catégories :

* Les objets travaillant avec des flux d’entrée (‘in’), pour la lecture de flux ; par exemple *System.in* représente l’entrée standard.
* Les objets travaillant avec des flux de sortie (‘out’), pour l’écriture de flux ; par exemple *System.out* représente la sortie standard.

**Ecriture (sortie standard)**

Lorsque on écrit System.out.println() ; c’est-à-dire qu’on applique la méthode *println()* sur la sortie standard. La méthode *println()* permet d’écrire/afficher sur l’écran.

Exemple : System.out.println("La vitesse de la voiture est "+maVoiture.vitesse) ;

Résultats : la vitesse de la voiture est 10

**Lecture (entrée standard)**

Ici, nous allons utiliser l’entrée standard *System.in.* Donc, avant d’indiquer à Java qu’il faut lire ce qu’un utilisateur va taper sur le clavier, nous devrons instancier un objet de la classe java.util.*Scanner*. Par exemple, *Scanner clavier = new Scanner (System.in) ;*

Lecture d’un entier : pour lire une variable de type *int*  on utilise la méthode *nextInt*() de l’objet clavier de type Scanner. Par exemple, *int v = clavier.nextInt( )* ;

Lecture d’un réel : pour lire une variable de type *double*  on utilise la méthode *nextDouble*() de l’objet clavier de type Scanner. Par exemple, *double d = clavier.nextDouble ( )* ;

Lecture d’une chaine de caractère : pour lire une variable de type *String*  on utilise la méthode *nextLine*() de l’objet clavier de type Scanner. Par exemple, *String s = clavier.nextLine ( )* ;

* 1. **Exercices**

Exercice 1 : écrire un programme java qui permet de trouver le maximum entre trois variables entières.

Exercice 2 : écrire un programme java qui permet de rechercher la valeur max dans un tableau d’entier.

Exercice 3 : écrire un programme java qui permet de modéliser un étudiant.

1. Par convention, le nom d’une classe commence par une lettre majuscule. [↑](#footnote-ref-1)